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1 生成式模型的基本概念

1 生成式模型的基本概念

1.1 什么是生成式模型

本笔记开始写于 2024 年，现在人工智能领域在大众中最火的两个概念就是生成式 AI

(generative AI) 和大语言模型 (large languge model, LLM)．前者包括著名的 AI 画图平

台 DALL·E、MidJourney 和 Stable Diffusion 等，而后者则包括几乎人人在用的聊天软件

chatGPT．而实际上，LLM 也就是一类语言的生成式模型．因此可以说，这个时代是生

成式 AI 的时代．

那么什么是生成式模型呢？顾名思义，生成式模型就是生成数据的模型．在这个时代

之前，大多数 AI 模型都是输入一个复杂的数据，输出某种简单的判断，例如输入一张图

片，判断图片里是一只猫还是一只狗．这类模型称为 预测式模型 (predictive models)．而

生成式模型 (generative models) 则正好相反，它的目标是生成复杂的数据，例如图像，抑

或是一段复杂的文字．这种任务的复杂程度远高于预测式模型．

预测式 AI 生成式 AI

猫

猫

一只头顶是橘色的

白猫，戴着墨镜...

在这个笔记中，我们把目光局限在 图像生成 (image generation) 任务上．图像生成是

生成式模型在计算机视觉领域最主要的应用，其基本任务就是根据已有的图像数据集生成

新图像．除了生成一整个图像以外，图像生成模型还可以用于一些类似的任务中，例如图

像去模糊/去噪 (deblurring/denoising)、图像修复 (inpainting)、图像着色 (colorization)、

风格转换 (style transfer)、根据 2D 图像生成 3D 图像等．

图像修复 图像着色 风格转换

得益于算力的提升和算法的开发，生成式模型在近些年发展极为迅速．截至目前最重

要的几种现代生成式模型包括GAN、VAE、扩散模型、流模型和自回归模型等．其中，扩
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散模型是近些年最火的模型，它是许多有名的 AI 平台背后的算法，例如 Stable Diffusion

和 DALL·E 的核心就是扩散模型．

1.2 生成式模型的共同原理

图像生成的算法虽然很多，但是他们中很多都有着类似的思路．下面我们就先来介

绍一下它们的通用思路．图像生成算法的基本任务是生成图像．并且，我们希望模型能

“懂” 一大类图像应该长什么样子，能真的生成新的、不一样的图像，而不是只会记住一

些固定的图片．也就是说，模型中必须带有一些随机性．因此，我们需要用统计学的观点

去思考图像生成的模型．

我们知道，在统计学看来，一张图像可以视作高维空间中的一个点，或者说一个向量．

例如一张 512 × 512 像素的 RGB 图片，它可以以 512 × 512 × 3 个数来描述，也就可以

看作这么高维空间中的一个点或向量．我们后面将一直使用字母 x 表示我们想要生成的

图像的向量．而我们想要生成的所有可能的图片则在这个高维空间中形成了一个概率分布

p(x)．举个例子，所有“猫”的图片就构成了一个分布，其简化示意图如下图所示．分布

中概率密度越高的点，代表这个图像就越像是一只猫，而不像是猫的图片的概率则几乎为

零．生成式模型所需要做的，就是从这个分布中采样，即可以生成一张猫猫图片． 你可能会认为，这样采样的

话会有一定概率采到不是猫

的图片．但实际上，由于我

们采样的空间非常大，采到

这些小概率图片几乎是不可

能的．

x
p(x)

可是，这个分布往往维数极高，并且过于复杂，我们既无法直接求出这个分布，也难

以在这种分布中进行采样．因此，我们需要找到一种间接的采样方法．不同的生成式模型

算法，其实就是以不同的思路去间接进行这个采样．

我们知道，计算机可以很容易地从一些简单的分布——如正态分布、均匀分布等——

里采样．很自然地，一些算法的思路就是找到一个函数 x = f(z)，将一个分布简单的变量

z 转化为我们想要的分布复杂的变量．当然，这个函数 f 往往会非常复杂，需要使用一个

神经网络通过学习数据——也就是这个分布里已有的采样——来近似．GAN 和流模型就

是这样的思路．

x = f(z)

z x

p(z)

p(x)

我们通常把这个分布简单的变量 z 称为 隐变量 (latent variable)．隐变量可以被理解

成对于输出变量 x 的一种描述，例如表示图片中猫的颜色、大小、品种、动作等．当然，
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真实算法中学到的隐变量不一定有这么直接而明确的意义，但我们一定程度上还是可以这

样去理解它．因此，生成式模型可以看作模拟根据一个概念如“躺着的胖橘猫”生成一个

真实的猫的过程．

你可能会说，“躺着的胖橘猫” 也可以生成无数张图像啊．没错，在给定一个隐变量

z 后，我们也可以假定输出变量 x 不是一个确定的值，而是一个随机变量，满足某种条件

分布 p(x|z)．我们同样可以用一个神经网络去近似这个分布，在这个分布中进行采样，得

到最终的输出．当然，既然要在 p(x|z)这个分布里采样，那这个分布也需要比较简单，比

如是高斯分布．这种思路被用于 VAE 和扩散模型中．

z x

p(x)

p(x|z)p(z)

1.3 一些有用的资源

由于扩散模型乃至整个生成式模型的领域还相对比较新，每几年也都会有新的算法出

现，因此目前并没有很好的教科书．好在 AI 领域是一个提倡公开、开源的领域，除了一

些 AI 公司的最新模型属于商业机密以外，大部分常见的基本模型都是开源的． 例如 DALL·E 2 等模型目

前并未公开具体细节．
一些教

授、AI 工程师等人也喜欢写一些笔记或讲义．以下列举了笔者在学习过程中主要使用的

资源．

1. Hugging Face：这是一个最常用的 AI 社区，其中即可以下载许多已经写好的 AI

模型，也可以作为论坛进行讨论；

2. 一些博客：许多人都喜欢在 GitHub 或个人主页上写一些 AI 模型的笔记或讲义，

随便搜就能搜到．这里最推荐 Lilian Weng 的博文 和 苏剑林的博文；

3. arXiv：arXiv 上不仅有各个模型的原始论文，还有许多教授写的讲义，其中一些

也很有帮助．
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2 变分自编码器

2 变分自编码器

本章我们来介绍第一个隐变量模型——变分自编码器 (Variational AutoEncoder, VAE)．

从应用角度看，VAE 本身目前并不是任何有名的 AI 程序的主要算法，但它的理论价值却

很高，也是扩散模型的基础．

2.1 传统自编码器

2.1.1 自编码器结构

在讨论变分自编码器前，我们先来看一看传统的自编码器．自编码器 (autoencoder)

主要是一种降维算法，它使用一种特定结构的神经网络，其基本结构如下图所示． 自编码器的结构并不必须要

对称，但为了简单方便起见，

它经常被设计成对称的．

x x′z
编码器

fφ(x)

解码器

gθ(z)

可以看到，自编码器是一个普通的前馈神经网络，它的输入层和输出层的宽度等于数

据的原始维数，而中间有一个维度较低的“瓶颈”．瓶颈的左侧称为 编码器 (encoder)，

右侧称为 解码器 (decoder)．数据向量从输入层输入，经过编码器计算到中间的瓶颈层，

再经过解码器，最终得到输出．自编码器的训练目标是尽量准确地重构输入向量，即损失

函数为

L =
1

n

n∑
i=1

||xi − x′i||2

这样训练后，我们强迫编码器将数据里尽量多的信息编码在瓶颈处的低维编码 z 中，这样

右侧的解码器才能从低维编码尽量准确地重构回高维数据．因此，自编码器学习到的是一

种对高维信息的有效低维编码，或者说一种隐变量．

2.1.2 自编码器作为生成模型

自编码器主要被用于降维，也可以用于数据降噪、异常点检测等．但在这里，我们

想要尝试一下自编码器的生成能力．我们前面说过，生成模型就是通过隐变量生成新的数

据，这个功能显然由自编码器中的解码器部分承担．我们随机取一个隐变量，将它通过解

码器，就可以生成新的数据了．

我们在这里训练了一个卷积自编码器，将 128× 128 RGB 的猫猫图片降至 3072 维的

隐变量，再重构回原始图片． 我们的数据集来自 AFHQ

数据集的猫猫图片，并被降

至 128× 128 像素．

其表现如下图所示．

训练集 测试集

原始

图片

重构

图片
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可以看到，我们的自编码器大体上重构了输入的图像．然而如果我们要任意取一个隐

变量用于生成新的图片，我们会遇到的问题是不知道该在哪里取．我们首先可以尝试一下

在两个图片之间进行内插．也就是说我们将两个真实图片的隐变量之间等距地线性内插得

到新的隐变量，再通过解码器生成图片．结果如下图所示．

可以看到，我们是可以得到一些有意义的图片的，不过这实际上也并没有生成全新的

图片，而只是图片之间的内插．如果我们真的选取一些随机的隐变量来生成图片，则大概

率会得到一些无意义的图片．例如下图中，我们甚至已经让选取的隐变量的各个分量的大

致范围与真实图片的隐变量相近了，但仍然得到的是无意义的噪声．

由此我们可以说明，传统自编码器是有一定生成能力的．但由于我们不知道隐变量的

分布，因此难以真正随机地产生全新的图片．

2.2 VAE 的基本原理

2.2.1 从 AE 到 VAE

我们已经看到了，传统自编码器的生成能力有限，这是因为我们不知道隐变量的分布

是什么样子的，自然也无法进行采样． VAE 为了解决这个问题，直接显性地对隐变量的

分布和生成过程进行建模．我们假设假设隐变量 z 服从一个我们已知的先验分布—— 所有不带参数的如 p(x|z)

都表示真实的分布，而所有

带参数的如 pθ(x|z) 和后

面的 qφ(z|x) 等都表示对

真实分布的一种参数化的估

计，也就是一个神经网络．

这

个分布可以是我们任意选取的，为了方便我们就选择标准正态分布 N (0, I)．隐变量通过

某种我们未知的过程生成真实数据 x，这个过程可以通过条件分布 p(x|z) 描述．这个真

实的条件分布我们并不知道，因此我们需要通过对它使用神经网络进行估计，我们估计的

条件分布记作 pθ(x|z)．这个神经网络由 z 生成 x，自然就是一个解码器．

N (0, I)

xz
解码器

pθ(x|z)

在这里，我们希望最大化真实数据出现的概率，即 pθ(x)．从理论上我们有 pθ(x) =

Ez∼p(z)[pθ(x|z)]．这样，我们可以对 z 进行大量采样并生成 x，由此估计出 pθ(x)． 我们希望生成式模型能生成

大量不同的样本，所以不能

让隐变量空间中的很大区域

都会重构出同样的样本．

但实

际上，由于隐变量空间通常是很高维的，而对于任意一个给定的样本 x(i)，又只有很小的

区域的 z 能够较好地重构它，因此这样在整个隐变量的先验分布上采样估计在实际上是不

现实的．

5



2 变分自编码器

那么该怎么办呢？很自然地想到，对于给定的样本，我们只需要知道隐变量空间中

哪些部分能够重构它，只从这个分布里采样就好了． 其实 pθ(z|x) 仍然是估计

的生成过程 pθ(x|z) 而非

真实的生成过程 p(x|z) 的

后验，但在 VAE 里我们就

叫它真实后验，因为后面我

们再用 qφ(z|x) 近似了这

个“真实” 的后验．

这显然就是后验分布 p(z|x)．当

然，这个最真实的后验我们是无从得知的，因此我们只能近似我们估计的生成过程的后验

pθ(z|x)，我们把它称为真实后验．然而，直接求解这个真实后验也是不行的，因为贝叶斯

公式在分母中仍然是我们难以估计的 pθ(x)．那么我们只好再用另一个神经网络 qφ(z|x)

去估计这个后验．这个神经网络由 x 生成 z，正好类似于传统自编码器的编码器部分．这

样，我们的神经网络架构就成了下图的样子．

x xz∼编码器

qφ(z|x)

解码器

pθ(x|z)

这样，整个模型的架构就很类似于自编码器了．这就是 VAE 的大体架构．这里要注

意的是，编码器输出的是 z 的后验分布，解码器的输入则是其中的一个采样 z．我们后面

会讲解编码器网络该如何输出一个分布．

2.2.2 变分推断与 ELBO

VAE既然是基于生成的概率模型的，它的训练目标自然就不再是最小化重构误差，而

是最大化生成的概率 pθ(x)，或者对数概率 log pθ(x)．我们说过，这个概率本身是难求的．

不过，我们可以通过统计学里的 变分推断 (variational inference) 的方法来找到一个合适

的目标函数．我们将 log pθ(x) 变一下形，可以得到 第一个等号是因为对 z 求期

望不影响 x 的函数．

log pθ(x) = Ez∼qφ(z|x) [log pθ(x)]

= Ez∼qφ(z|x)

[
log

pθ(x, z)

pθ(z|x)

]
= Ez∼qφ(z|x)

[
log

pθ(x, z)

qφ(z|x)

]
+ Ez∼qφ(z|x)

[
log

qφ(z|x)

pθ(z|x)

]
︸ ︷︷ ︸

DKL(qφ(z|x) || pθ(z|x))

(2.1)

其中最后一行的第二项即为 qφ(z|x)和 pθ(z|x)的 KL散度的定义，它一定不小于零．
两个分布 p(x) 和 q(x) 的

KL 散度 DKL(p || q) 定义
为

Ex∼p
[
log

p(x)

q(x)

]
它代表 p 和 q 的一种“距

离”．

因此第一项一定不大于 log pθ(x)，我们称这一项为 证据下界 (Evidence Lower Bound,

ELBO)．即

ELBO(x, z) := Ez∼qφ(z|x)

[
log

pθ(x, z)

qφ(z|x)

]
(2.2)

ELBO 可以作为 log pθ(x) 的一个下界，可以成为 VAE 的一个合适的目标函数．进

一步看，由式 2.1 我们可以得到

ELBO = log pθ(x)−DKL (qφ(z|x) || pθ(z|x)) (2.3)

最大化 ELBO，就相当于最大化 log pθ(x)的同时最小化 DKL (qφ(z|x) || pθ(z|x))，也就是

在最大化生成真实数据的概率的同时使得我们估计的后验 qφ(z|x) 和真实后验 pθ(z|x) 尽

量接近，而这正是我们引入 qφ(z|x) 时想要的．也就是说最大化 ELBO 甚至比直接最大

化 log pθ(x) 还多了一些好处．
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2 变分自编码器

不过，ELBO 的定义仍然没法直接计算，因为它涉及了我们不知道的 pθ(x|z)．我们

可以将这一项拆开，进一步变形，得到 注意 p(z) 是已知的先验，

并不带参数 θ．

ELBO(x, z) = Ez∼qφ(z|x)

[
log

pθ(x, z)

qφ(z|x)

]
= Ez∼qφ(z|x)

[
log

pθ(x|z)p(z)

qφ(z|x)

]
= Ez∼qφ(z|x) [log pθ(x|z)]− Ez∼qφ(z|x)

[
log

qφ(z|x)

p(z)

]
︸ ︷︷ ︸

DKL(qφ(z|x) || p(z))

(2.4)

这个式子也有直观的意义．其中第一项是解码器的目标函数，它代表数据重构得有多

好——对于给定的数据 x，我们在编码器输出的分布 qφ(z|x) 中采样 z，并计算重构出

解码器原始数据的概率 pθ(x|z) 的对数期望，这就是整个 VAE 重构出原始数据的对数期

望．而第二项则是编码器的目标函数，也可以看作一种正则化——它使得我们估计的后验

qφ(z|x) 更接近 z 的真实分布，这样方便我们从已知的 z 的分布中采样用于生成新的数

据．

2.2.3 VAE 的具体架构与目标函数

我们在式 2.4 中得到了 VAE 要最大化的目标函数．这个函数涉及三个分布：p(z)、

pθ(x|z) 和 qφ(z|x)．其中 p(z) 我们已经在最开始假设了是一个标准正态分布，而后面的

两个则是用神经网络去近似的两个分布．为了方便，我们可以进一步假设 pθ(x|z) 也是一

个正态分布，只不过是一个很复杂的正态分布，我们需要用神经网络来近似．这样，它的

真实后验 pθ(z|x) 也一定是一个正态分布． 先验和似然都是正态分布的

时候，后验也一定是正态分

布．

从而我们可以让我们估计的后验 qφ(z|x) 也是

一个正态分布．要让神经网络定义出这两个正态分布，我们可以让神经网络输出它们的均

值和方差，也就是

qφ(z|x) = N
(
z |µφ(x),diag(σ2

φ(x))
)

pθ(x|z) = N
(
x |µθ(z),diag(σ2

θ(z))
)

对于这个式子，我们有两点需要指出的：

1. 注意到我们在这两个式子里又做了一个假设，也就是假设隐变量的各个维度是独

立的． 任何多维正态分布都可以通

过一个线性变换将各个维度

变为独立的，因此神经网络

里的一个线性层就可以让各

个维度之间变得独立．

这个假设也是为了方便，因为这种情况下，它们的协方差矩阵一定是对角

矩阵，因此我们只需要让神经网络输出一个“方差向量”就可以了．实际上，为

了数值稳定性的原因，我们一般输出的是对数方差 logσ2；

2. 实际上在实现 VAE 时，我们经常设定 pθ(x|z) 的各个维度的方差都是 1，也就

是其协方差矩阵为单位矩阵．这样，我们就不用输出它的方差了，直接输出均值

就可以了．而均值实际上就是我们重构的输入 x．

经过了这些修改后，最终，我们的 VAE 的神经网络架构变成了下图．

x z
编码器

qφ(z|x)

解码器

pθ(x|z)

µφ

log

σ2
φ

µθ∼
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2 变分自编码器

将两个神经网络输出的分布定义成参数化的正态分布以后，我们就可以计算我们的目

标函数，也就是 ELBO 了．为了与其他算法一致，我们在这里计算 VAE 的损失函数，也

就是负的 ELBO．对于式 2.4 的第一项，也就是重构项 log pθ(x|z)，我们可以将正态分布

的均值和方差代入，并把期望变成采样均值，得到

−Ez∼qφ(z|x) [log pθ(x|z)] =
1

2
mean

z∼qφ(z|x)
||x− µθ(z)||2 (2.5)

可以发现这就是我们所熟悉的均方误差损失 (MSE loss)，这和传统自编码器是一样的．注

意这里的均值的意思是，对于每一个数据点 x(i)，在编码器给定了分布 qφ(z|x(i)) 后，我

们在其中可以多次对 z 进行采样，进而使用解码器生成多个重构输出，用这些重构输出与

给定的这一个 x(i) 计算 MSE 误差．这个误差再对每个 x(i) 求和，得到总重构误差．

而第二项的 KL 散度对于两个正态分布也是有闭式解的．对于给定的一个数据点 x(i)

生成的后验 qφ(z|x(i)) = N (z |µφ,diag(σ2
φ))，它和 p(z) = N (z |0, I) 的 KL 散度为

DKL (qφ(z|x) || p(z)) =
1

2

(
−d+ µ2

φ + σ2
φ − logσ2

φ

)
(2.6)

其中 d 是隐变量 z 的维度．同样，这一项对每个 x(i) 求和，就可以得到总的正则项．这

样，将这两项相加，我们就得到了 VAE 的整个损失函数．

最后，我们需要指出的一点是，我们从 N (z |µφ,diag(σ2
φ)) 里采样得到 z 的过程是

随机的，所以不可微，梯度在这里无法回传．这个问题解决方式称为 重参数化技巧 (repa-

rameterization trick)，即把随机的采样变为确定的 z = µφ + σφ � ε，其中 ε 是一个标准

高斯噪声，� 表示对应元素相乘．其计算图如下图所示．这样，梯度就可以回传到编码器
里用于优化了．

z

µφ

log

σ2
φ

ε

�

+exp(0.5×)
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3 两个基本算法——DDPM 与 NCSN

3 两个基本算法——DDPM 与 NCSN

扩散模型 (diffusion models) 是近些年最火的生成式模型，甚至可以说没有之一．扩

散模型的理论基础在 2010 年代就基本建立了，但真正成功地实现高质量图片生成是到了

2020 年左右被独立提出的两个模型——DDPM 和 NCSN．因此，这两个模型也被视作现

代扩散模型的基础．我们这章就来具体地介绍这两个模型的统计学原理．

3.1 基于正向和反向扩散的 DDPM 算法

我们要介绍的第一种算法叫做 DDPM (Denoising Diffusion Probabilistic Models)，

它由 Ho et al. 于 2020 年提出，立刻掀起了扩散模型的热潮，从而被认为是第一个成功生

成高质量图片的扩散模型．

3.1.1 正向与反向扩散过程

DDPM 考虑的过程是所谓的扩散过程，也就是向真实数据中逐渐加入噪声的过程．

对于一个数据点 x，或者我们叫它 x0，我们可以向其中一点一点加入高斯噪声，构造出

一个正向扩散序列 x0 → x1 → · · · → xT．具体来说，DDPM 以如下的方式加入噪声

1− αt 也被写作 βt．xt =
√
αtxt−1 +

√
1− αtεt−1

或写成 q(xt|xt−1) = N (xt |
√
αtxt−1, (1− αt)I) (3.1)

其中 εt 是独立同分布的标准高斯噪声，而 αt 是一个参数．这样定义扩散过程的原因是，

当 T →∞ 时，可以证明 xT 趋向于标准高斯噪声 N (0, I)．

正向扩散 q(xt|xt−1)

反向扩散 pθ(xt−1|xt)

这样，我们可以把 xT 当作一种隐变量，从标准高斯噪声中采样得到 xT，并由它逆

回去构建出原始数据 x0．当然，从 xT 一步估计出 x0 是不现实的， 扩散模型和 VAE 的符号使

用不太一样，q 表示扩散过

程，pθ 表示对后验的变分

估计．它们的共同逻辑是，

p 代表由隐变量生成数据的

方向，q 代表由数据推断隐

变量的方向．

而比较现实的做法是

一点一点把噪声去掉，也就是做一个扩散过程的逆过程 xT → xT−1 → · · · → x0．这需要

我们求出反向扩散过程每一步的分布函数 q(xt|xt+1)．和 VAE 类似，这个后验也难以直

接求解，需要使用一个神经网络近似，我们把它记作 pθ(xt|xt+1)．估计 pθ(xt|xt+1)，就

是扩散模型的核心．

在此我们还需要先推导一个后面会经常用到的关系式．对于整个扩散过程，若我们想

要对中间的某步 xt 进行采样，我们不需要一步一步向里面加入高斯噪声，而可以直接一

步求出它的分布．使用 3.1 重复带入，可以很容易求出 DDPM 原始论文和大多数

地方都把这里的噪声直接写

作 ε，但为了后面的推导更

加清晰没有歧义，我们选择

了这种写法以显示出更多信

息．

xt =
√
ᾱtx0 +

√
1− ᾱtε̄t−1

或写成 q(xt|x0) = N (xt |
√
ᾱtx0, (1− ᾱt)I) (3.2)

其中 ᾱt =
∏t
i=1 αi，而 ε̄t−1 仍然是一个标准高斯噪声，但它综合了从 x0 到 xt 所加入的

所有噪声．这样，我们就可以从 x0 直接求出任何一步的分布了，这个性质在后面将会非

常有用．
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3 两个基本算法——DDPM 与 NCSN

3.1.2 近似反向扩散过程

与 VAE 一样，DDPM 也无法直接最大化 log pθ(x0)，而需要借助变分推断，最大化

ELBO．DDPM 的 ELBO 与式 2.3 十分类似，它的具体形式为

x1:T 就是指 x1, · · · ,xT．
ELBO = log pθ(x0)−DKL(q(x1:T |x0) || pθ(x1:T |x0)) (3.3)

可以看到，最大化 ELBO 就是最大化产生真实数据的概率 pθ(x0)，同时最小化变分估计

pθ 与真实的反向扩散 q 过程在所有隐变量（包括扩散的中间步骤）x1:T 上的差异．这是

非常直观的．

不过，这个形式的 ELBO 仍然无法直接求．因此，我们需要将上式变一下形．经过

一些复杂的数学推导，我们可以将 DDPM 的损失函数化为

LDDPM = −ELBO (3.4)

= Eq(x0:T )

[
− log pθ(x0|x1)︸ ︷︷ ︸

L0

+
T∑
t=2

DKL(q(xt−1|xt,x0) || pθ(xt−1|xt))︸ ︷︷ ︸
Lt−1

+DKL(q(xT |x0) || p(xT ))︸ ︷︷ ︸
LT

]

我们下面来分别解释一下这个损失函数中各项的意义

� L0：这一项代表反向扩散的最后一步从 x1 变为 x0 有多好地重构了真实数据；

� Lt−1：这一项代表我们估计的反向扩散 pθ(xt−1|xt)与真实后验 q(xt−1|xt,x0)的

相似程度；

� LT：这一项代表先验的相似程度，它与模型参数 θ无关，所以优化时可以忽略．

下面我们就将这个损失函数化为可以直接优化的参数化形式．我们首先来处理这里面

所有涉及正向扩散的部分．在忽略掉 LT 这一项后，可以发现，唯一涉及到正向扩散的分

布是 q(xt|xt+1,x0)，而这个分布是可以直接求解的．根据贝叶斯定理，我们有
这是因为在给定 xt−1 后，

xt 与 x0 条件独立．
q(xt−1|xt,x0) = q(xt|xt−1,x0)

q(xt−1|x0)

q(xt|x0)
= q(xt|xt−1)

q(xt−1|x0)

q(xt|x0)

这里面的几个分布直接由 3.1 和 3.2 给出，且都是正态分布． 先验与似然都是正态时，后

验一定也是正态．而后验是

各向同性的是因为在扩散过

程中我们一直增加的是各向

同性的噪声，这样反向扩散

显然也是各向同性的．

这样，q(xt−1|xt,x0) 也一

定是一个正态分布，且它的协方差一定是各向同性的．它的均值和方差可以求出为

q(xt−1|xt,x0) 的均值 µ̃t(xt,x0) =
(1− ᾱt−1)

√
αt

1− ᾱt
xt +

(1− αt)
√
ᾱt−1

1− ᾱt
x0

方差 σ2
t =

(1− ᾱt−1)(1− αt)
1− ᾱt

下面我们再来处理 pθ(xt−1|xt)这一项．为了方便，我们设定它的方差与 q(xt−1|xt,x0)

一样，都为 σ2
t．而它的均值我们使用一个神经网络来估计，我们将这个神经网络记作

µθ(xt, t)．也就是

pθ(xt−1|xt) = N (xt−1 | µθ(xt, t)︸ ︷︷ ︸
神经网络

, σ2
t I)

这样，我们的神经网络 µθ(·, t) 所实现的就是反向扩散过程——它的输入是带有噪声的图
片 xt，而输出则是对去掉一步噪声的估计 xt−1．这就是 DDPM 名字中“去噪” 一词的

来源．

有了两个条件分布的均值和方差，我们就可以直接求出单步损失 L0 和 Lt−1 了．我们

可以代入式 3.4，得到 两个方差相同的各向同性高

斯分布 N (µ1, σ
2I) 和

N (µ2, σ
2I) 的 KL 散度正

比于均值之间距离的平方，

即为 ||µ1−µ2||
2/(2σ2)．

L0 =
1

2σ2
1

||x0 − µθ(x1, 1)||2 + C Lt−1 =
1

2σ2
t

||µ̃t(xt,x0)− µθ(xt, t)||2
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3 两个基本算法——DDPM 与 NCSN

其中我们将一些与模型参数 θ 无关的项合并到了常数项 C 里．进一步可以发现，如果我

们把 µ̃1(x1,x0) 定义为 x0 的话，L0 与其他项的形式是完全相同的．把它们综合在一起，

我们就得到了 DDPM 的完整损失函数

LDDPM =
T∑
t=1

1

2σ2
t

||µ̃t(xt,x0)− µθ(xt, t)||2 (3.5)

这样，我们就有了完整的、可以直接进行优化的损失函数．可以看到，它具有我们熟悉的

MSE 损失的形式．我们只需用它来训练一个神经网络 µθ(·, t)，用它将高斯噪声反向一步
一步去噪，就可以得到生成的图像了．不过，DDPM 在真正实现的过程中还做了另外一

些调整，我们下面再进行讨论．

3.1.3 从预测图像到预测噪声

上一节我们已经推导出了 DDPM 的最重要的思想，不过 DDPM 真正实现的方式和

上面介绍的略有一点差异．DDPM 所做的最重要的一个改动就是使用神经网络去估计噪

声，而非估计去噪后的图片．如果我们将上面 q(xt−1|xt,x0) 的均值 µ̃t(xt,x0) 根据 3.2

变一下形，化为 xt 和噪声 ε 的函数，可以得到 这里的记号有一点不严谨，

我们是根据 x0、xt 和

ε̄t−1 的关系将它变形为 xt

和噪声 ε̄t−1 的函数，而不

是把 ε̄t−1 作为 x0 传入这

个函数．

µ̃t(xt, ε̄t−1) =
1
√
αt
xt +

1− αt√
αt(1− ᾱt)

ε̄t−1 (3.6)

其中 ε̄t−1 一定程度上可以视作从 x0 到 xt 的总噪声，只不过大小被重新放缩成了标准高

斯噪声． DDPM 算法在实现时实际上使用神经网络来估计 ε̄t−1，也就是使用下式来间接

估计 µθ(xt, t)
注意，虽然我们已知噪声的

分布就是标准高斯分布，但

是我们这里用神经网络预测

的是具体的这个噪声的样本．

µθ(xt, t) =
1
√
αt
xt −

1− αt√
αt(1− ᾱt)

εθ(xt, t)︸ ︷︷ ︸
神经网络

(3.7)

这样，我们的损失函数也需要跟着变化．可以求出，单步损失 Lt 仍然是 MSE 的形

式，只不过变为正比于神经网络预测的噪声 εθ(xt, t) 与真实添加的噪声 ε̄t−1 的平方差异

Lt =
1− αt

2αt(1− ᾱt)
||ε̄t−1 − εθ(xt, t)||2

不过在 DDPM 的原始论文中，Ho et al. 发现如果把权重去掉，也就是把 Lt 直接简化成

MSE 损失，训练效果会更好．因此真正的 DDPM 直接使用 MSE 作为损失函数．

Lsimple
t = ||ε̄t−1 − εθ(xt, t)||2 (3.8)

这样改进以后，还有另一点好处，那就是 Lt 只与 x0 和 xt 有关，而与 xt−1 无关．因

此我们无需生成整个正向扩散序列，而可以直接由 x0 生成各个 xt，就可以优化这一步的

Lt．如下图所示．

xt =
√
ᾱtx0 +

√
1− ᾱtε̄t−1

εθ(xt, t)

x0 xt
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3 两个基本算法——DDPM 与 NCSN

总结起来，DDPM 的训练算法可以写作如下．我们每次随机选择一步 t，生成噪声并

计算 xt，然后对模型参数进行一步更新．这样，对所有 t 重复后，就相当于对整个扩散序

列进行了优化．

Algorithm 1 DDPM 训练

给定 {αt}Tt=1、T

repeat

从数据集中采样 x0

随机抽取时间点 t ∈ {1, 2, · · · , T}
噪声 ε ∼ N (0, I) 这里我们直接把噪声记作 ε

而不是 ε̄t−1，因为它是直

接一步采样得到的，而不是

我们按照 3.1.3 小节里的逻

辑从每次的噪声综合而来的．

这也是为什么原文中直接把

它记作了 ε．

计算 xt =
√
ᾱtx0 +

√
1− ᾱtε

将模型参数 θ 以下式梯度进行更新

∇θ||ε− εθ(xt, t)||2

until 收敛

而 DDPM 生成新数据的过程还是如我们最开始所说的，由纯噪声进行一步步的反向

扩散，每次减掉一个小 εt−1，而不是试图直接一步减掉所有噪声得到 x0．其中每一步反

向扩散由式 3.7 描述．

Algorithm 2 DDPM 生成

给定 {αt}Tt=1、T

采样噪声 ε ∼ N (0, I)

for t = T, · · · , 1 do

if t > 1 then z ∼ N (0, I), else z = 0

xt−1 =
1
√
αt

(
xt −

1− αt√
1− ᾱt

εθ(xt, t)

)
+ σtz

end for

return x0

至此，我们就得到了 DDPM 的完整理论基础和算法．

3.1.4 DDIM 采样

DDPM 虽然取得了巨大的成功，但它也有很大的缺陷——它涉及非常多次（往往上

千次）的反向扩散过程，才能从噪声生成有意义的图片，因此耗时非常长．为了解决这

个问题，宋佳铭等人于 2021 年提出了一个改进策略，称为 DDIM (Denoising Diffusion

Implicit Models)，可以在较短的步数内生成图片，极大的提高了生成速度．下面我们就来

看一下 DDIM 的原理．

DDIM 首先试图找到一个包含了 DDPM 的更一般的框架，再在其中进行调整．观察

3.1.2 和 3.1.3 小节可以发现，DDPM 虽然在理论上是基于正向单步扩散 q(xt+1|xt) 建立
的，但在模型里实际上并没有用到这个分布． DDPM 模型真正使用到的只有两个分布：

1. 正向扩散的边际分布 q(xt|x0)，这个分布定义了我们直接使用的正向扩散过程，

并用于推导反向扩散过程； 反向扩散过程中 3.6 的推导

使用了式 3.2.
2. 真实反向扩散分布 q(xt−1|xt,x0)，这个分布是用 q(xt+1|xt) 推导出来的，它是
反向扩散 pθ(xt−1|xt) 想要近似的分布．
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3 两个基本算法——DDPM 与 NCSN

这么看，边际分布 q(xt|x0) 我们最好不要改，因为这样我们还可以使用 DDPM 模型的正

向扩散过程．而 DDPM 中的反向扩散分布 q(xt−1|xt,x0) 推导过程中用到了 q(xt+1|xt)．
如果我们放弃对 q(xt+1|xt) 的定义的话，我们可以直接定义反向扩散，只要它和 q(xt|x0)

不矛盾就行．事实上，我们可以推导出满足这个条件的反向扩散分布

注意，这个 σt 和上面

DDPM 的 σt 不是一回事，

DDPM 的 σt 是推导出来

的，不是自由参数．另外，

DDIM 原文将这里的 ᾱt 记

为了 αt，但我们这里保持

和上文记号一致．

qσ(xt−1|xt,x0) = N

(
xt−1

∣∣∣∣√ᾱt−1x0 +

√
1− ᾱt−1 + σ2

t√
1− ᾱt

(xt −
√
ᾱtx0), σ2

t I

)
(3.9)

其中这里有一族自由参数 σt，它决定了分布的方差，也对均值有影响．这样，我们的正向

扩散的边际分布 q(xt|x0) 仍然保持不变，但区别是现在这个扩散过程不再是马尔可夫性

(Markovian) 的了，也就是说 xt+1 不再只由 xt 决定，还和前面的中间过程有关．不过这

对我们并没有什么影响，反正我们只需要使用 q(xt|x0) 由 x0 生成每个 xt．

由我们定义的 qσ(xt−1|xt,x0)，我们可以和 DDPM 一样，使用神经网络去估计噪声，

从而进行反向扩散．回顾 DDPM 的推导可以发现，这一部分是基于 q(xt|x0) 的，而由

于我们并没有改变这个边际分布，因此我们完全不需要进行任何改动，甚至可以直接把

DDPM 训练好的神经网络拿来用．

有了训练好的神经网络 εθ(xt, t)，接下来我们就可以进行反向扩散了．这也是 DDIM

和 DDPM 真正体现出区别的地方．我们可以推导出在 3.9 定义的反向扩散分布下，反向

扩散通过下式进行．

此式对应着 DDPM 的 3.7

式．xt−1 =
√
ᾱt−1

(
xt −

√
1− ᾱtεθ(xt, t)√

ᾱt

)
︸ ︷︷ ︸

估计的 x0

+
√

1− ᾱt−1 − σ2
t εθ(xt, t)︸ ︷︷ ︸

指向 xt

+σtεt (3.10)

可以看到，这里的噪声完全由自由参数 σt 决定．若我们令 σt 等于我们在 3.1.2 推出

来的 σt，就得到了 DDPM．而若我们令 σt = 0，那么反向扩散就完全变成了一个确定

的过程，这种情况我们称作 DDIM．在这种情况下，既然反向扩散是完全确定的了，那我

们理论上可以直接从 xT 采样 x0．当然，我们的神经网络估计的总归是会有一些偏差的，

所以实际使用中我们还是要一步步反向扩散的，但这回我们可以每步走的大一点．也就是

说，我们可以选择 0, · · · , T 的一个子序列 τ0, · · · , τS，其中 τ0 = 0, τS = T，在这个子序列

中进行反向扩散

我们在此式中已经令

σt = 0．xτi−1
=
√
ᾱτi−1

(
xτi −

√
1− ᾱτiεθ(xτi , τi)√

ᾱτi

)
+
√

1− ᾱτi−1
εθ(xτi , τi) (3.11)

实验发现，从过这种方式，我们可以将 1000 步的 DDPM 缩减到 20-100 步，而得到相似

质量的图片．这就是 DDIM 速度更快的原理．当然，我们也可以将 σt 设置在中间的某个

值，这样模型就介于 DDPM 和 DDIM 之间，具有一定的不确定性，但是也可以跳步取

样，只不过跳的步子小一些．也就是说，σt 决定了模型在灵活性和速度之间的权衡．

3.2 基于分数的 NCSN 算法

我们将要介绍的第二种扩散模型算法称为 NCSN (Noise Conditional Score Network)，

又称为 SMLD (Score Matching with Langevin Dynamics)，它是基于分数的方法 (score-

based methods) 的代表． NCSN 由宋飏等人于 2019 提出，虽然早于 DDPM，但由于当

时生成图像质量并没有很高，所以并没有称为第一个带起热度的扩散模型．但后来人们发

现这个理论框架是对扩散模型的更高层次的理解，其理论价值甚至高于 DDPM．

13



3 两个基本算法——DDPM 与 NCSN

3.2.1 Langevin 过程

我们在 1.2.1 小节中说过，图像生成任务本质上就是估计图像构成的分布，并从中采

样的过程．然而，估计分布和采样这两个过程都非常复杂，因此人们发明了各式各样的生

成式模型，来间接地实现这两个目标．

不过，现在假如我们通过某种方式知道了数据的真实分布 p(x)，那么是否有一种统计

学方式，让我们可以在其中进行采样呢？答案是肯定的． Langevin 动力学来自统计

物理学里一种描述粒子分布

的模型，它用于采样中可以

被视作一种 MCMC 算法．

其中一种重要的采样算法称为无

调整的 Langevin算法 (unadjusted Langevin algorithm, ULA)．它起始于任意变量 x0，并

以下式更新变量

xt+1 = xt + η∇x log p(xt) +
√

2ηzt (3.12)

其中 zt 是高斯噪声，η 是更新的步长． 对于非无穷小的步长 η 和有

限的时间 t，理论上需要所

谓的 Metropolis-Hasting

修正，但在这里无需修正其

性能已经足够好了．而分布

“性质足够好”是说这个系

统是遍历的 (ergodic)，在

理论上任何连续分布几乎都

满足遍历性条件．

可以证明，几乎对任意的分布 p(x)，当步长 η 足

够小、且 t → ∞ 时，xt 的极限分布收敛于 p(x)．这样，在更新了很多步以后，xt 就是

对 p(x) 的一个采样了．

下图显示了 Langevin方程采样的原理．对于一个点 xt，∇xp(xt)指向 p(x)上升的方

向，所以这一项会使得 xt+1 倾向于取到概率更大的点．而噪声项 zt 则增加了随机性，使

得 xt+1 有一定概率取到其他点，甚至有可能翻过局部极小值，进入另一个局部极大附近

的区域．这样，当 t 足够大时，xt 的分布就会与几乎符合 p(x)，这就达到了我们对 p(x)

采样的目的．

p(x)

xt+1 = xt

+η∇xp(xt)

+
√

2ηzt

梯度上升
噪声

不过真实的图像分布要比上图复杂得多，此时直接使用 Langevin 过程也会导致很大

的问题．这是由于，在现实使用中，我们的采样步总是有限的，而且不能特别大．首先，

在所有可能的图像中，只有极少部分的图像是真正有意义的． 在流形学习中，我们称所有

可能的数据所在的最大的空

间为外围空间 (ambient

space)，而绝大多数数据往

往只位于它的一个很低维的

子空间上，称为支撑空间

(support space)．

也就是说，在整个图像空

间中，绝大部分区域的概率密度几乎为 0．在这部分区域里，梯度也几乎为零向量，因此

Langevin过程难以在有限步内将采样点移动到高概率的区域．另一方面，由于概率较高的

区域往往是一个个分离的比较“瘦高” 的区域，称为 模式 (mode)．模式区域里的梯度

一般非常大，使得采样点难以在有限步内翻过低概率的区域进入其他的高概率区域．这会

导致模型可能总是会采样出相似的输出，这种现象在生成式模型中称为 模式崩溃 (mode

collapse)．我们后面会看到 NCSN 如何处理这两个问题．

梯度陡峭，

难以逃离
梯度为零，

难以移动
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3 两个基本算法——DDPM 与 NCSN

3.2.2 分数匹配

在上述的 Langevin 过程中，我们并不直接需要数据的真实分布 p(x)，而只需要它的

梯度 ∇xp(x)．我们把这个梯度称为 Stein 分数 (Stein’s score)，在扩散模型的领域里直

接简称为分数．所谓基于分数的算法，就是使用这个分数进行 Langevin 采样的算法．不

过，既然我们不知道 p(x)，自然也就无法直接求出它的梯度，而只能通过其他方式间接估

计．这种估计分数的过程就称为 分数匹配 (score matching)．

我们前面已经看到，在深度学习领域中，对于难以计算的量，我们都可以使用神经网

络来估计．在这里也是如此，我们可以用一个神经网络 sθ(x) 来近似 ∇xp(x)．即最小化

Ex∼p(x)

[
|| sθ(x)︸ ︷︷ ︸
神经网络

−∇x log p(x)||2
]

当然，这个损失是没法直接使用的，因为我们不知道 ∇xp(x)．因此，人们开发了几

种分数匹配的方法．第一种称为 分层分数匹配 (sliced score matching)，它使用一个标准

正态分布的随机向量 v 进行投影，可以证明它最小化的损失函数为

Epv∼vEx∼p(x)

[
v>∇xsθ(x)v +

1

2
||sθ(x)||2

]
(3.13)

而第二种常见的分数匹配方法称为 去噪分数匹配 (denoising score matching)，它的

思路和我们下一小节要介绍的 NCSN 非常类似，所以我们来具体看一下．对于一个分布

p(x)，如果我们给它加上一个很小的噪声，即 x̃ = x + ε，这可以视作把分布里的每一个

点 x 变为一个分布 qσ(x̃|x)．这样添加噪声后，整个分布变为 qσ(x̃) =
∫
qσ(x̃|x)p(x)dx．

若噪声足够小，那么添加噪声后分布改变很小，我们可以用 qσ(x̃) 近似作为 p(x) 的梯度．

那么我们可以证明，估计 qσ(x̃) 的梯度等价于最小化下式

Ex̃,x∼qσ(x̃|x)p(x)

[
||sθ(x̃)−∇x̃ log qσ(x̃|x)||2

]
而 ε 可以是任意一个很小的噪声．我们可以将它定义为高斯分布 ε ∼ N (0, σ2I)，这样有

qσ(x̃|x) = N (x̃|x, σ2I)．这个分布可以直接求导，进而很容易得到最终的损失函数为

Ex̃,x∼qσ(x̃|x)p(x)

[∥∥∥∥sθ(x̃)− x̃− x
σ2

∥∥∥∥2
]

(3.14)

分层分数匹配和去噪分数匹配各有优劣——分层分数匹配拟合的是原始分布的分数，

但时间复杂度更高；而去噪分数匹配更快，但它拟合的是添加了噪声的分布的分数，只有

在噪声很小的时候才能代表原始分布的分数．

3.2.3 NCSN 与退火 Langevin 采样

现在我们已经有了估计分数的方式，最大的问题就是在 3.2.1 里讨论的采样困难．不

过，去噪分数匹配给了我们一些灵感——如果给数据添加一些噪声，让数据的分布更加平

缓，这个问题不就解决了吗？当然，我们增加的噪声需要足够大，才能完全解决梯度过缓

或过陡的问题．但这样一来，数据的分布就会被改变太多了，采样也就不准确了．因此，

我们面临一个权衡噪声大小的困境．

为了解决这个问题，人们提出了一个改进版的采样方案，称为 退火 Langevin 动力

学 (annealed Langevin dynamics, ALD)．退火 Langevin 动力学给数据分布添加了从小到

大不同强度的噪声．采样时，我们先在噪声最大的分布里采样，然后使用 Langevin 方程
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3 两个基本算法——DDPM 与 NCSN

进行更新．但更新的过程中，我们会逐渐减小噪声．这样，在采样的早期，由于噪声较大，

分布充满了整个空间，因此我们从任意地方开始都不会得到过小的梯度，从而可以有效地

更新采样点．同时，由于各个模式内部的梯度也不会过于陡峭，因此采样点可以在不同模

式之间随机跳跃，保证了最终采样有足够的随机性．随着噪声的减小，分布逐渐接近数据

的真实分布．我们最终的采样便会符合我们想要的真实分布．

添加高斯噪声

退火 Langevin 采样

退火 Langevin 过程只是一个采样过程，它需要我们已知数据的分布的分数．现在我

们假设我们已经训练好了一个神经网络 sθ(x, σ)．这个网络给出在噪声的强度为 σ 时，分

布在 x 处的梯度，即 ∇xqσ(x)．这样，退火 Langevin 采样的伪代码为

Algorithm 3 退火 Langevin 采样

给定 {σi}Li=1、r、T，其中 σL ≈ 0

随机初始化 x0

for i = 1, · · · , L do

步长 ηi = r · σ2
i /σ

2
L

这里步长的公式基本上是通

过经验得到的．
for t = 1 · · ·T do

采样 zt ∼ N (0, I)

xt = xt−1 + ηisθ(xt−1, σi) +
√
ηizt

end for

x0 = xT

end for

return x0

现在我们已经设计好了一个采样过程，只需要让神经网络 sθ(x, σ) 去估计噪声扰动

的分布 qσ(x) 的梯度，整个模型就完成了．这个神经网络 sθ(x, σ) 就称为 NCSN 网络．

NCSN 网络可以使用分层分数匹配或去噪分数匹配，但既然我们已经在给数据增加噪声

了，那使用去噪分数匹配会更方便些．下面显示了以去噪分数匹配训练 NCSN的伪代码．

Algorithm 4 NCSN 训练

给定 {σi}Li=1

repeat

从数据集中采样 x

随机抽取噪声强度 σ ∈ {σ1, · · · , σL}，噪声 ε ∼ N (0, I)

为数据添加噪声 x̃ = x+ σε

将模型参数 θ 以下式梯度进行更新

∇θ
∥∥∥∥sθ(x̃)− x̃− x

σ2

∥∥∥∥2

until 收敛
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以数据集先训练 NCSN 网络，再进行退火 Langevin 采样，这就是 NCSN 模型的完

整过程．

3.2.4 NCSN 与 DDPM 的关系

我们看到，NCSN 涉及了向数据中加入从小到大不同强度的噪声，这点与 DDPM 十

分类似．那么二者是否有什么联系呢？答案是肯定的．现在我们考虑 DDPM 的噪声调度，

即以式 3.2 的方式向数据加入噪声．那么此时的分数 ∇xt log q(xt) 可以化为

∇xt log q(xt) = Eq(x0) [∇xt log q(xt|x0)]

= Eq(x0)

[
−xt −

√
ᾱtx0

1− ᾱt

]
= Eq(x0)

[
− ε̄t−1√

1− ᾱt

]
= − ε̄t−1√

1− ᾱt
(3.15)

也就是说，分数其实就是噪声的反方向．DDPM 使用神经网络 εθ(xt, t)，和 NCSN

使用神经网络 sθ(x, σ)，它们估计的基本上是同一个东西的相反两个方向．而在 DDPM

中的采样中，我们是向噪声的反方向移动；在 NCSN 中，我们向分数的方向移动．这本

质上是一样的．
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4 从微分方程的视角看扩散模型

上一节最后 DDPM 和 NCSN 的统一让我们猜测，应该有一个更高观点的理论框架

可以统一各种扩散模型． 2021 年，NCSN 的发明者宋飏又发表了一篇著名的论文 Score-

based generative modeling through stochastic differential equations，将 DDPM 与 NCSN

统一到了同一个数学模型的框架下——即 随机微分方程 (stochastic differential equation,

SDE)．这篇文章开启了扩散模型研究的新篇章．我们下面就跟着这篇文章的思路，从

SDE 的高观点重新理解一遍扩散模型．

4.1 随机微分方程

4.1.1 SDE 简介

我们首先来学习一下随机分析与随机微分方程的基本概念．熟悉这部分的读者可以直

接跳过本小节．

考虑一个随时间 t连续变化的一维随机变量X(t)，我们称之为一个随机过程 (stochas-

tic process)．关于 X(t) 的一个随机微分方程是指形如下式的方程 为了方便，这里的时间 t 经

常被写作下角标，例如

X(t) 记作 Xt，µ(X, t) 记

作 µt(X) 等．
dX(t) = µ(X, t)dt+ σ(X, t)dW (4.1)

其中字母 d 代表微分，它和我们在微积分里学习的微分的概念基本一样．dX(t) 表示在无

限短的时间 dt 里 X(t) 的变化量．根据这个方程，它由两部分决定：

1. µ(X, t)dt，这项称为 漂移 (drift) 项，它代表 X(t) 的“定向移动” 的速度；

2. σ(X, t)dW，这项称为 扩散 (diffusion) 项，它为 X(t) 的变化增加了随机性． dW 也记作 dB，它是

Wiener 过程（又称为

Brown 运动）的微分．

其

中 dW 可以视作一个无穷小的高斯噪声，它服从 N (0,dt)．

当然，在机器学习领域，我们关注的往往是高维的数据．而对于一个多维随机变量

X(t)，它的 SDE 的一般形式被推广为

dX(t) = µ(X, t)dt+ Σ(X, t)dW (4.2)

下图显示了一个二维 SDE 的解的采样．为了方便作图，在这里我们将 SDE 被简化

为 dX = µ(X)dt+ σdW．也就是说，漂移项是一个随时间不变的向量场 µ(X)，在图中

表示为浅红色箭头．而噪声在这里始终是一个固定的各向同性高斯噪声．图中用蓝色画出

了从同一个初始位置出发的多次不同采样，而红色则表示噪声为零，也就是只有漂移项的

解．可以看到，SDE 的解大体上随着漂移项的方向移动，但同时又会有随机的“扩散”，

导致路径偏离只有漂移的红色路径．
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4 从微分方程的视角看扩散模型

对于最一般的 SDE 形式如式 4.2，它的漂移项 µ(X, t) 也是时间 t 的函数，就相当于

图中的向量场也随时间变化；而噪声 Σ(X, t) 是随时间和位置的矩阵函数，代表噪声可以

随着时间、位置变化，而且不一定是各向同性的．但它的解仍然代表带有随机扩散的漂移

过程．

最后，我们需要指出 SDE 和我们前面常见到的带噪声的递推方程的关系．式 4.2 的

SDE 可以视作如下的递推方程在 ∆t→ 0 下的连续化，其中 ε 是一个标准高斯噪声．

X(t+ ∆t)−X(t) = µ(X, t)∆t+ Σ(X, t)
√

∆tε (4.3)

4.1.2 作为 SDE 的扩散模型

在扩散模型的领域中，样本 x 的正向扩散过程也可以视作满足 SDE 演化，这个 SDE

取决于我们对模型的设定．我们一般设定噪声与图像本身无关，也就是扩散系数与 x 无

关，并且是各向同性的．此时，正向扩散的 SDE 可以写作 我们在这里和上一小节相比

改变了一些字母记号，这是

为了和扩散模型的文献一致．dx = f(x, t)dt+ g(t)dW (4.4)

按照扩散模型的惯例，这里的 t 从连续 0 变为 T，其中 t = 0 时 x 服从我们想要的图像的

分布，而 t = T 时 x 服从简单的正态分布．式中的扩散项 g(t)dW 就是我们向样本中加

入的噪声，而漂移系数 f(x, t)则表示我们对样本本身的处理，例如 DDPM中将样本本身

缩小一个系数．我们后面在 4.1.3 中会具体解释．

而扩散过程都是借助反向扩散过程进行采样的．每个正向扩散的 SDE 都对应于一个

反向扩散的 SDE．可以证明，上式的反向扩散 SDE 为

dx = [f(x, t)− g(t)2∇x log pt(x)]dt+ g(t)dW (4.5)

其中 pt(x)就代表时间为 t时 x的分布．这个逆向 SDE有几点需要强调一下．首先，为了

和正向扩散 SDE 中的 t 保持一致，这里的 t 是从 T 变为 0 的． 为了保持 SDE 的一般形式，

这里的 W 是反向的

Wiener 过程．不过我们可

以无视掉这个区别，因为

dW 仍然是一样的无穷小高

斯噪声 N (0, Idt)．

第二，由于 SDE 的随机

性，我们是不可能把具体每个采样轨迹给逆回去的．这里的逆向扩散是指分布保持一致．

也就是说，如果我们从某个分布 p0(x) 开始，随正向扩散 SDE 演化，我们会得到每个时

间的分布 pt(x)．然后我们从最终时间的的分布 pT (x) 开始，再随逆向 SDE 演化，那么

反向扩散得到每个时间的分布恰好和之前正向扩散得到的 pt(x) 相等．

有了保持分布的反向 SDE，我们就可以从 pT (x) 的样本开始进行反向扩散，从而

对 p0(x) 进行采样了，如下图所示．观察反向扩散 SDE，可以发现它的漂移项多了一项

g(t)2∇xpt(x)，这项修正保证分布始终保持一致．可以发现，这里面的 ∇xpt(x) 就是我们

前面介绍的分数．也就是说，SDE 也是从分数的角度去看扩散模型的．SDE 只是提供了

一个描述扩散过程的数学框架，但是模型中真正的学习数据的部分仍然是我们在 3.2.2 中

介绍的分数匹配的神经网络．

本图来自 SDE 论文的原图．
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4.1.3 从 SDE 的视角看 DDPM 和 NCSN

有了 SDE 的理论框架，我们再来回头重新看一下前面介绍的 DDPM 和 NCSN 模

型．

NCSN

由于 NCSN 在 SDE 的框架下稍更简单一些，所以我们先来看 NCSN．在 NCSN

中，我们以 x̃ = x + σε 的方式向数据加入不同强度的噪声．我们把它换一种记号，记

作 xi = x0 + σiε．如果我们把噪声看作一点一点注入的，则可以化为递推公式 xi =

xi−1 +
√
σ2
i − σ2

i−1εi−1．将它连续化可以得到 观察 NCSN 注入的噪声可

以发现，当 t→∞ 时，x
的方差是发散的，因此

NCSN 的 SDE 也被称作

Variance Exploding

(VE) SDE．而下面的

DDPM 则保持方差始终为

1，因此称为 Variance

Preserving (VP) SDE．

dx =

√
d(σ2(t))

dt
dW (4.6)

这就是 NCSN 的正向 SDE．对比式 4.4，可以发现 NCSN 的漂移系数 f(x, t) = 0，扩散

系数 g(t) =
√

d(σ2(t))/dt．知道了这两个系数，我们就可以根据式 4.5 直接写出反向扩散

的 SDE

dx = −d(σ2(t))

dt
∇x log pt(x)dt+

√
d(σ2(t))

dt
dW (4.7)

可以看到，反向扩散 SDE 的漂移系数是沿着分数 ∇x log pt(x) 的反方向的．那么当我们

将时间 t从 T 到 0反向移动时，x便会沿着分数的方向漂移，并加上一些随机噪声，这就

是 Langevin采样．同时，这里的 ∇x log pt(x)实际上是带有一定的噪声的分布 pt(x)的分

数．在 t 变小的过程中，噪声也逐渐变小，而这实际上就是我们学过的退火 Langevin 采

样！因此，我们从 SDE 的角度，给定了正向扩散方程 4.6，就直接得到了整个 NCSN 的

架构．

DDPM

对于 DDPM，我们也可以以同样的方式将它化为 SDE 形式．DDPM 的正向扩散方

程为 xi =
√

1− βixi−1 +
√
βiεi．将它连续化时，每一小步的 βt � 1，从而可以得到

这里的 − 1
2
β 来自

√
1− β − 1 的一阶近似．dx = −1

2
β(t)xdt+

√
β(t)dW (4.8)

可以观察到它的漂移系数系数为 f(x, t) = − 1
2
β(t)x，扩散系数为 g(t) =

√
β(t)．这样，

它的反向扩散 SDE 为

dx =

(
−1

2
β(t)x− β(t)∇x log qt(x)

)
dt+

√
β(t)dW (4.9)

很容易证明，这个反向 SDE 的漂移部分就是式 3.6 的连续化．因此，我们也就由 SDE 框

架得到了 DDPM．由这两个例子可以看出，NCSN和 DDPM只是两个对漂移和扩散项定

义略有不同的 SDE．

由 SDE的角度也更容易解释学习 DDPM的一些常见问题——例如，用神经网络估计

出了 ε̄t−1 后，为什么不可以用式 3.2 直接采样 x0？在 DDPM 的反向扩散的视角下，我

们只能说这样估计的误差可能会比较大，但难以给出直观的解释．但从 SDE 的角度这个

问题就非常简单了——我们估计的 ε̄t−1 实际上是反向 SDE 的漂移项，它只是对噪声的一

种“局部估计”．我们向着我们估计的噪声的反方向走一小步，相当于做了一小步离散化

的 SDE 演化．但我们不能期望沿着这方向直着走一大步就能直接到达 x0．再例如，为什

么 DDPM的反向扩散一定要加上合适大小的噪声，而不能直接用估计的均值？从 SDE的

角度我们可以说，如果把噪声从反向 SDE 中去掉，那么反向扩散所决定的分布 pt(x) 就

20
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于正向过程的分布不再相等，我们最终得到的 x0 就不再是对 p0(x) 的一个采样．这一点

我们在下一节会有更直接的认识．

4.2 概率流常微分方程

4.2.1 从 SDE 到 ODE

我们前面使用 SDE 的框架重新解释了 DDPM 和 NCSN．不过，我们在 3.1.4 中还讨

论了一种和 DDPM 高度相关的模型，称为 DDIM．那么 DDPM 和 DDIM 的关系又该如

何纳入 SDE 的框架中呢？在 SDE 的基础上，人们进一步发展了一个解释确定性扩散模型

的框架．下面我们就来看一下这个框架．

回顾一下我们在 3.1.4 中讨论的，DDIM 找到了一族新的正向扩散的分布，使得边际

分布 q(xt|x0) 保持不变．我们可以把这个思路用到 SDE 中，也就是找到一族 SDE，使得

它所决定的边际分布 p(xt|x0) 与式 4.4 相同．可以证明，这一族 SDE 可以表示为

dx =

[
f(x, t)− 1

2

(
g(t)2 − σ(t)2

)
∇x log pt(x)

]
dt+ σ(t)dW

其中 σ(t) 是任意一个函数．当 σ(t) = g(t) 时，我们就回到了式 4.4．而如果我们在这

里令 σ(t) = 0，那么扩散项完全消失，SDE 退化为一个常微分方程 (ordinary differential

equation, ODE)

dx =

[
f(x, t)− 1

2
g(t)2∇x log pt(x)

]
dt (4.10)

这个方程称为式 4.4的 SDE所对应的概率流 ODE (Probability Flow ODE)． 以特例理解扩散项对于分布

的影响，我们可以考虑一个

SDE dx = dW，这是一个

纯扩散方程，分布最终会变

为高斯噪声．而如果我们直

接去掉扩散项，变为

dx = 0，那么 x 的分布就

不会随着时间变化．

可以看到，

直接将 SDE 的扩散项去掉是不能得到一个保持分布的方程的．要保持分布相同，我们需

要对漂移项做一定的修改，而修正项的方向仍然是我们熟悉的分数 ∇x log pt(x)．

ODE 决定了一个确定的演化路径，因此它的逆向方程不需要任何修正，就是它自己．

因此，我们使用同一个 ODE 从 pT (x) 反向演化，就可以得到反向扩散过程．

将带有随机扩散的 SDE 变为确定性的 ODE 由许多好处．我们前面在 DDIM 的小节

已经强调了，确定性的模型可以跳步以加速生成过程．但概率流 ODE的优势还不仅如此．

确定性的模型给每个样本赋予了一个确定的、独一无二的隐变量表示．由于隐变量常常代

表图像的一些高层特征，这使得我们可以在隐变量空间里对图像进行处理、修改．最后，

概率流 ODE 可以直接用于计算数据的似然，其计算方法如下．

log p0(x0) = log pT (xT )−
∫ T

0

∇xt · f(xt, t)dt

其中 ∇xt ·f(xt, t)是时间为 t时向量场 f(x)的散度．f(x)越是向四周散开的地方，它的

散度越大．而逆向 ODE 是沿着 −f(x) 的方向走的，所以直观地看，−f(x) 越“汇聚”，

此处的似然就应该越大．因此，−f(x) 描述了演化过程中似然的增加量．这个式子说明，

我们只需从某个起点逆着时间进行概率流 ODE 决定的演化，并加上演化过程中似然的增

加量，就得到了最终的数据似然．

4.2.2 从 ODE 的视角看 DDIM

DDIM 作为一个确定性的扩散模型，应该可以从概率流 ODE 的视角来解释．如果我

们把 DDIM 的递推公式 3.10 变一下形，可以得到

xt√
ᾱt
− xt−1√

ᾱt−1

=

(√
1− ᾱt
ᾱt

−

√
1− ᾱt−1

ᾱt−1

)
εθ(xt, t)
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那么它的连续化版本就应该是

d

dt

(
xt√
ᾱt

)
=

d

dt

(√
1− ᾱt
ᾱt

)
εθ(xt, t) (4.11)

这就是 DDIM 的概率流 ODE．注意这里的 εθ(xt, t) 是一个确定的函数而不是噪声，因此

这是一个 ODE 而非 SDE．

另一方面，由于 DDIM 是与 DDPM 的边际分布一样的确定性模型，那么 DDIM 的

ODE 就应该是 DDPM 的 SDE 所对应的概率流 ODE．我们将式 4.9 改成如 4.10 的概率

流 ODE，可以得到

dx = −1

2
β(t)(x+∇x log pt(x))dt (4.12)

可以证明，4.12 与 4.11 是等价的． 证明这个关系需要注意到

dᾱt/dt = −ᾱt(1− αt) 和
式 3.15．

这样，我们就将 DDIM 也纳入了微分方程的框架中，

并可以看到相同边际分布的随机模型和确定性模型的确就是 SDE与概率流 ODE的关系．

4.3 微分方程求解器

SDE 和概率流 ODE 为扩散模型提供了统一的理论框架，让我们可以更好地理解、设

计扩散模型．不过，SDE 和 ODE 都是连续的微分方程，而计算机能直接处理的必须是离

散的差分方程．例如，我们在 4.2.1 看到了 NCSN 和 DDPM 就是 SDE 的两种差分形式．

将微分方程化为差分方程从而让计算机可以求解的方式称为微分方程的 求解器 (solver)．

4.3.1 ODE 求解器

在讨论 SDE 之前，我们首先来看一下如何将更为简单的 ODE 化为差分方程．对于

一个一般的一阶 ODE，例如 dx = f(x, t)dt，最直接的方法显然是将它化为

xt+∆t = xt + f(xt, t)∆t (4.13)

这种求解器称为 Euler 法．Euler 法容易理解、便于实现，但精确度仍有提升的空间．这

是因为，Euler 法实际上是使用 xt 处的切线近似 xt 的变化，但在 ∆t 较大时切线对于曲

线的偏离会比较大．因此，我们可以对这个切线的斜率进行一定的修正，例如取起始点的

切线斜率的平均值作为最终斜率的近似．也就是

xt+∆t = xt +
1

2
(f(xt, t) + f(xt+∆t, t+ ∆t))∆t (4.14)

这种求解器称为 Heun 法．这种对斜率的修正方式还可以继续被推广．例如，一种很常

见的求解器称为四阶 Runge-Kutta 法 (RK4)，它就是在 [t, t+ ∆t] 区间内以特定方式取

了四个点，并取它们的斜率的加权平均作为最终斜率．这些更高级的求解器在 ∆t 较大时

比 Euler 法更加精确．

4.3.2 SDE 求解器

SDE 求解器与 ODE 求解器非常类似，只是需要加上噪声作为扩散项．对于扩散模型

中的一阶 SDE，例如 dx = f(x, t)dt+ g(t)dW，最直接的离散化方式显然是

xt+∆t = xt + f(xt, t)∆t+ g(t)
√

∆tε (4.15)

其中 ε 是一个标准高斯噪声．这其实就是 ODE 的 Euler 法加上了噪声项，称为 Euler-

Maruyama 法，这也是 SDE 最为基础的求解器．
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与 ODE 中的 Euler 法类似，Euler-Maruyama 法也可以通过修正来提升精确度．例

如一种很重要的 SDE 求解器称为 Milstein 法，它的更新公式为

xt+∆t = xt + f(xt, t)∆t+ g(t)
√

∆tε+
1

2
g(t)g′(t)(ε2 −∆t) (4.16)

可以看到，Milstein 法增加了对于扩散项的一项修正．类似地，SDE 中也有随机 RK4 算

法，但其公式较为复杂，我们在此就不展开了．

与 ODE 求解器类似，高级的 SDE 求解器也可以增加步长、提高精确度．同时，这

一小节的高级 SDE 求解器都只是对扩散项进行修正．我们还可以同时用 ODE 求解器对

于漂移项进行修正，以使两项都达到更高的精度．
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5 进阶技术

我们前面几章已经讲完了扩散模型的所有基本原理．这一章，我们来讨论实现扩散模

型时常常会使用到的一些稍微进阶一些的技术．当然，由于扩散模型是一个较为年轻但已

经被广泛使用的模型，因此本章介绍的内容虽然都来自几年前，但已经成为了被广泛使用

的基础技术．若想了解真正最前沿的进阶技术，请阅读最新的文献．

5.1 条件扩散模型

5.1.1 条件生成模型的基本概念

在前面的章节中，我们讨论的都是用一个模型去生成一类图像——例如猫猫图片．但

是我们使用到的生成式模型大多都可以根据指令生成不同的东西．例如，一个简单的模型

可能会让我们输入“猫” 或者“狗”，从而为我们生成一张猫或者狗的图像．更为复杂的

模型可以接受一段描述性的文字作为输入，据此生成一张符合描述的图像．这类生成式模

型称为 条件生成模型 (conditional generative model)．

猫/狗

“一副拟人的卡通画，

里面有一只金毛和

一只边牧在玩耍”

从统计的角度看，条件生成模型仍然是要从一个分布里采样，只不过这个分布是以我

们的输入为条件的．按照机器学习的惯例，我们将这个条件记作 y，那么我们要采样的就

是条件分布 p(x|y)．那么同样，我们也可以使用扩散模型来实现这一采样．这一节，我们

就来看一下如何将条件加入已有的扩散模型算法中．我们在这里将不限于某一种具体的算

法如 DDPM 或 NCSN，而是从基于分数的角度，来将条件加入整个扩散模型的共有框架

中．

5.1.2 分类器引导与无分类器生成

在条件生成模型中，一切都是基于条件 y 的，我们的目标是从条件分布 p(x|y) 中进

行采样．所以从基于分数的角度来看，我们需要一个条件分数 ∇xt log p(xt|y) 用于条件采

样．为了和前面的无条件扩散模型联系起来，我们可以将条件分数做一个简单的变形，得

到

∇xt log p(xt|y) = ∇xt log

(
p(xt)p(y|xt)

p(y)

)
= ∇xt log p(xt)︸ ︷︷ ︸
非条件分数

+∇xt log p(y|xt)︸ ︷︷ ︸
分类器梯度

−∇xt log p(y)︸ ︷︷ ︸
=0

(5.1)

可以看到，这里我们将条件分数化为了两项，其中第一项就是我们熟悉的非条件分

数，它由所有的数据训练而来．而在第二项中，p(y|xt)就是一个传统的概率性分类器．而
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∇xt log p(y|xt)就是这个分类器输出的对数概率对输入 xt 的梯度．也就是说，我们在这里

需要实现一个分类器，这个分类器可以将带有噪声的图像进行分类．因此，这种条件生成

模式称为 分类器引导的 (classifier-guided) 扩散模型． 反向传播通常被用于计算损

失函数对于模型参数的梯度，

但这里是计算输出的对数概

率对于输入的梯度．

通常，我们也使用一个神经网络实

现这个分类器，而梯度可以通过反向传播进行计算．

实际使用时，人们发现分类器引导的强度会影响输出的多样性——引导强度越高，不

同类别的输出差异越大，但类别内的多样性会越小．因此，为了调整分类器引导的强度，

人们常常在这里添加一个超参数 w，从而使用的分数变为

∇xt log p(xt|y) = ∇xt log p(xt) + w∇xt log p(y|xt) (5.2)

而另一类重要的加入条件的方法称为 无分类器 (classifier-free) 的扩散模型．无分类

器模型求解条件分数的方法更加直接，不需要训练单独的一个分类器．它直接使用一个神

经网络 sθ(xt, t, y) 拟合条件分数．很容易证明，上面式 5.2 的加权条件分数可以在无分类

器方法中被化为

s̃θ(xt, t, y) = (w + 1)sθ(xt, t, y)− wsθ(xt, t) (5.3)

其中 sθ(xt, t) 是非条件分数．为了降低训练开销并增加泛化性能，这里的条件分数和非条

件分数使用同一个网络进行训练．在训练时，我们可以随机地将条件 y 置空，用于训练非

条件分数．这样，在使用网络时，我们也只需将 y 置空便可以得到非条件分数．

分类器引导的算法和无分类器算法各有优劣——分类器引导的算法训练较为容易，因

为和非条件情况相比，我们只需要多训练一个分类器，而分类器显然更容易实现．不过，

在采样时，分类器引导的算法需要对分类器进行反向传播以计算梯度，因此采样速度更

慢．而无分类器的算法需要训练一个更复杂的网络以估计条件分数，因此训练更慢，但采

样更快．总体来说，无分类器引导的算法性能更好． 所谓 CLIP 引导就是使用

CLIP 文字编码的无分类器

引导，它被用于 DALL·E 2

和 Stable Diffusion．但也

有使用其他文字编码引导的

算法．

同时，无分类器算法还有另一个优

势，那就是条件 y 不需要是分类变量，它完全可以是连续变量，如文字编码等，因此可以

用于更复杂的文字转图像任务．因此，现在主流算法都使用无分类器算法．

5.2 加速生成

模型加速是深度学习里的一个重要话题，而在扩散模型中尤为如此．这是因为扩散模

型往往需要许多次递归（即反向扩散）才能完成采样，速度往往较慢．因此，模型加速是

扩散模型的一个核心需求．我们在前面的章节中已经零散地讨论了一些模型加速的方式，

例如降低方差以跳步采样（如 DDIM）、选择高阶求解器等．本节我们来讨论几种更进阶

的加速方法．

5.2.1 知识蒸馏与一致性模型

我们要介绍的第一类加速方法与 DDIM 的思路类似，都是减少反向扩散的步数．这

类方法使用了深度学习里的一种重要技术，称为 知识蒸馏 (knowledge distillation)．知识

蒸馏是指将一个已经训练好的模型，即“教师模型” (teacher model) 的知识迁移到一个

新的、一般较小的网络，即“学生模型” (student model) 中，从而降低计算量．将知识

蒸馏运用在扩散模型中，目前仍然是一个活跃的科研领域．我们在这里只介绍较为有名的

两种方法——渐进蒸馏和一致性模型．

渐进蒸馏 (progressive distillation) 是指通过知识蒸馏的方式将多步反向扩散合并为一

步的过程．考虑一个确定性的反向扩散算法，例如我们熟悉的 DDIM．为了简化模型，我
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们将 DDIM 做一些改动， 为了防止出现的字母 x 过

多，我们在渐进蒸馏这部分

将扩散的所有中间步骤都改

为字母 z，只有原始图像记

作 x．除此之外，这里的记

号保持和前面 DDIM 的相

同，和渐进蒸馏的论文并不

一致．

使用一个神经网络 x̂η(·) 从带噪声的图像 zt 预测去噪后的 x．

那么反向扩散式 3.10 可以化为

zt−1 =
√
ᾱt−1x̂η(zt) +

√
1− ᾱt−1

1− ᾱt
(
zt −

√
ᾱtx̂η(zt)

)
(5.4)

由 zt−1 我们可以再进行一步相同的反向扩散，得到 zt−2．之后，我们希望训练一个新的

神经网络 x̃θ(·)，使得我们使用 x̃θ(zt) 代替 x̂η(zt) 用上式进行反向扩散的时候，会直接

得到 zt−2．这样，用一步 x̃θ(·) 就可以做到用原来的 x̂η(zt) 两步的效果．根据这个关系，

很容易求出 x̃θ(zt) 的目标值应为

xtarget
t =

zt−2 −
√

1−ᾱt−2

1−ᾱt zt

√
ᾱt−2 −

√
1−ᾱt−2

1−ᾱt

√
ᾱt

(5.5)

这样，我们训练新网络 x̃θ(·) 的损失函数应为

L = Et
[
w(ᾱt)||x̃θ(zt)− xtarget

t ||2
]

(5.6)

其中 w(ᾱt) 是权重． 权重常选择为

w(ᾱt) = (1− ᾱt)−1．
这样，我们使用新的网络 x̃θ(·) 进行反向扩散时，一步相当于原来的

两步，那么总步数减半即可生成图像．如果我们再做一次类似的蒸馏，那么总步数可以再

次减半．这样多次蒸馏以逐渐降低步数，即为渐进蒸馏．当然，过度的蒸馏会伴随着图像

生成质量的损失．通常来说，渐进蒸馏可以将反向扩散步骤降低至 10 步左右．

用 x̂η(zt)

用 x̃θ(zt)

既然我们可以通过知识蒸馏将反向扩散降低至很少的步数，那么能不能直接把它降低

到一步，直接求得 x0 呢？OpenAI 开发了一种新的算法，称为 一致性模型 (consistency

model)，其目标就是得到一个这样的一步模型．具体来说，一致性模型使用连续的、确定

性的扩散过程，也就是概率流 ODE． 这里希望映射回 xε 而非

x0 是为了数值稳定性．
它希望找到一个满足“一致性”的函数 f(x, t)，使

得扩散路径上的每一个点 xt 都直接被映射回该路径上接近起点处的 xε，其中 ε 是一个很

小的数．

fθ(xt, t)

这个一致性函数需要满足边界条件 f(xε, t) = xε 对任意路径上的 xε 都成立．那么我

们可以选择如下形式的 f(xε, t)

fθ(xt, t) = cskip(t)xt + cout(t)Fθ(xt, t) (5.7)
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其中 cskip(t)和 cout(t)是指定的两个可微函数，满足 cskip(ε) = 1，cout(ε) = 0， 一致性模型论文中选择的两

个函数是

cskip(t) =
σ2
0

(t− ε)2 + σ2
0

cout(t) =
σ0(t− ε)√
t2 + σ2

0

其中 σ0 = 0.5 是数据的标

准差．

而 Fθ(xt, t)

是一个神经网络．我们只需要训练这个神经网络，就可以得到一致性模型了．

训练一致性模型有两种方法，第一种是从已经训练好的扩散模型蒸馏而来，称为一致

性蒸馏 (consistency distillation)．在一致性蒸馏中，我们希望最小化 fθ(xt, t) 与 xε 的差

异，但计算 xε 需要完成整个反向扩散过程．若要对每个可能的路径都进行完整的反向扩

散，这显然是不可能的．因此，一致性蒸馏选择了一种间接的训练目标，即让路径上相邻

两点的输出尽量相似．这样，一致性蒸馏的损失函数为

真正的两种一致性模型的损

失函数比这里介绍的要复杂

一些，但主要复杂在一些技

术细节上，这里保留了主要

思想．

L = Ex0,i,xi+1

[
||fθ(xti+1

, ti+1)− fθ(x̂ti , ti)||2
]

(5.8)

其中 x̂ti 是用我们已有的扩散模型由 xti+1
求出的．注意到以式 5.7 定义的 fθ(xt, t) 的形

式保证了模型会映射到各自路径的起始点上，而不会将所有的输入映射为同一点．

而第二种方式则是直接从零训练出一个一致性模型，称为一致性训练 (consistency train-

ing)．一致性训练中没有训练好的神经网络让我们做反向扩散，不过其作者发现其实有

一种很简单的方式来估计分数以进行反向扩散．如果我们使用一种比较简单的正向扩散

SDE，即 dx =
√

2tdW．那么很容易证明，此时分数可以表示为

∇x log pt(x) = E

[
−x0 − xt

t2

∣∣∣∣∣xt
]

由于这种情况下 xt ∼ N (x0, t
2I)，那么如果我们把 xti+1

写成 x0 + ti+1z，进而就很容易

推出反向扩散一步的 x̂ti 为 x0 + tiz．这样，一致性蒸馏的损失函数可以被化为

L = Ex0,i,z

[
||fθ(x0 + ti+1z, ti+1)− fθ(x0 + tiz, ti)||2

]
(5.9)

这就是一致性训练的损失函数．目前看，几种蒸馏算法的生成图像的质量比较为：原始的

扩散模型 > 一致性蒸馏 > 渐进蒸馏 > 一致性训练，所以可以看到这几种蒸馏算法都是用

速度换取了质量．不过，蒸馏后的模型还是可以用来做多步的反向扩散，从而重新用速度

换取质量的．

5.2.2 潜在扩散模型

另一种重要的加速方法称为 潜在扩散模型 (Latent Diffusion Model, LDM)，它是

Stable Diffusion 的核心算法．

编码器

解码器

正向扩散

反向扩散
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LDM加速的思想是将图像压缩到比较低维之后再训练扩散模型．具体来说，LDM使

用自编码器将图像降低到低维的隐变量空间中． 许多地方会写 LDM 使用

VAE 进行降维，这是不准

确的，它只使用了一个传统

的自编码器结构．

这个隐变量空间的维数通常不会太低，例

如 Stable Diffusion 的隐变量维数是 4× 64× 64，因此隐变量通常会看起来类似于压缩的、

低像素的图像． LDM 使用这些隐变量训练一个扩散模型，那么这个扩散模型自然也就可

以用于生成一个合理的隐变量．这个生成的隐变量再通过自编码器的解码器部分，就会生

成一张高分辨率的图像．

5.3 图像处理的其他应用

我们前面都在讨论扩散模型的最原始任务——从零生成一个图像．这一小节，我们来

讨论一下扩散模型如何用于图像生成相关的其他任务．由于扩散模型还是个比较新的领

域，我们在这里只介绍几个比较基础的任务中比较著名的算法．虽然也有算法将扩散模型

用于更为复杂的任务中，但目前还没有表现得特别突出，因此在这就先不介绍了．

5.3.1 图像修复

和图像生成相关的一个非常经典的任务是图像修复，也就是给定一个部分被遮挡的图

像，让算法去填充被遮挡的部分．当然，图像修复算法不止可以用于修复图像，它还可用

于去除图像中的一些部分，例如从照片中去除路人等．

我们在这里要介绍的是一个基于 DDPM 的非常著名的图像修复算法——RePaint．

RePaint 的输入是一张带有遮挡的图像 x0 和遮挡的 掩膜 (mask) m．前者在被遮挡的

区域的像素值可以是 0 或任意值，因为我们不会用到它．而后者是一个和图像一样大小的

二维数组，在被遮挡处为 0，未被遮挡处为 1，它用来指示未被遮挡的部分在哪．

RePaint 的最基本的思想如下图所示．它使用一个训练好的普通 DDPM 模型，从高

斯噪声反向扩散生成图像．为了使生成的图像在非遮挡区域与提供的图像一致，我们在每

一步都将非遮挡部分用输入的已知图像替换．当然，为了保证噪声强度一致，我们替换的

也需要是加入了等量噪声的已知图像．这样，在反向扩散的过程中，已知的部分可以引导

反向扩散的方向，从而得到合理的生成图像．

不过，这样做生成的图像效果还是不太好．被遮挡的部分往往低级特征与周围相符，

但高级特征却不合理．也就是说，在反向扩散的过程中，未知部分没有吸收到足够多的来

自已知部分的信息．为了解决这一问题，RePaint 引入了重采样 (resampling) 的方法——

对于每个已经替换了已知部分的 xt，我们可以把它再次正向扩散几步到 xt+j，再反向扩

散回 xt，如此往复几次，每次反向扩散时未知部分就会再吸收一些来自已知部分的信息．

这样，最终未知部分就会吸收到足够多的信息，生成更有意义的图像．整个过程如下图所

示．注意每次反向扩散后，图像的已知部分都会被替换．
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噪声强度 t

迭代数

正向扩散反向扩散

重采样数 r

跳跃步长 j

实验发现，重采样数 r 可以显著增加生成部分与已知部分的一致性，而仅仅增加扩散

步数 T 则不能．跳跃步长 j 似乎也会提高生成的质量．不过这种重采样方式极大的增加

了算法所需要的扩散步数，因此 RePaint 生成图像的速度是非常慢的．

5.3.2 Image-to-Image 转换

RePaint 通过精心的算法设计，得以只通过简单的 DDPM 就可以完成图像修复任务．

但是，大多数的图像处理的任务，例如图像着色、图像超分辨等，都需要训练一个更为复

杂的网络，把预期的最终输出图像也输入给网络．这类算法称为 Image-to-Image 算法，

其中比较简单的算法包括图像超分辨的 SR3 算法，和可用于图像着色、修复等多种任务

的 Palette 算法等．

在 Image-to-Image 的任务中，我们稍稍改变一下记号，把输入的图像记作 x，而把

扩散过程中各个带有噪声的图像记作 yt．也就是说，我们希望在给定了 x 后，算法可以

通过一个高斯噪声的采样 yT 进行逆向扩散 y0 ← · · · ,← yT，得到输出 y0．例如，在图

像着色任务中，x 就是输入的黑白图像，而生成的 y0 则是对应的彩色图像．中间的反向

扩散过程使用神经网络 εθ(x,yt, t)来估计噪声．
SR3 和 Palette 原始论文

的记号和 DDPM 又不一

样，我们在这里还是和

DDPM 保持统一，除了 y

以外．

这个网络的训练方式和 DDPM并没有太

大的区别，其损失函数如下，和 DDPM 相比只不过多了一个参数 x 而已．

L = E(x,y),ε,t

[∥∥∥εθ(x,√ᾱty0 +
√

1− ᾱtε︸ ︷︷ ︸
yt

, t)− ε
∥∥∥2
]

(5.10)

需要指出的是，我们训练用的数据集是与输出的图像 y0 一致的，而训练时的 x 是由

y0 得到的．例如对于图像着色任务，训练数据集应该是彩色图像 y0，而 x 则是由 y0 转

换而成的黑白图像．而在使用训练好的模型时，我们喂给模型的是一个黑白图像 x，模型

生会据此成一个彩色图像 y0．

5.4 一些技术细节

在最后一节，我们来讨论实现扩散模型的几个技术细节．

5.4.1 度量函数

在图像生成任务中，我们经常需要计算两个图像之间的差异作为损失函数的一部分．

由于我们常常假设某些分布满足高斯分布，因此最终得到的损失函数往往是 L2 损失，又

称为 MSE 损失．不过，以 L2 作为重构损失生成的图像经常会比较模糊．因此，重构损
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失也常常会被直接替换成其他类型的损失函数．例如，L1 损失，又称为 MAE 损失，在

一些情况下可以解决图像模糊的问题．不过，和 L1 损失相比，更常用的一种损失函数称

为 SSIM (Structural Similarity Index Measure) 损失．它考虑了图像的亮度、对比度和

结构，因此能更好地衡量图像之间的差异．SSIM 定义为

SSIM(x,y) =
(2µxµy + c1)(2σxy + c2)

(µ2
x + µ2

y + c1)(σ2
x + σ2

y + c2)

以上损失函数都是以图像的像素值为基础的．不过，图像生成任务的最终目的往往是

生成在人看起来真实或满足条件的图像．因此，人们建立了一类以人的主观感知差异未基

础的损失函数，称为 感知损失 (perceptual loss)．其中最常用的称为 LPIPS (Learned

Perceptual Image Patch Similarity) 损失．LPIPS 是一个基于人类被试对图像相似度的

判断所训练的一个神经网络，因此它可以更好地代表图像在人类看起来的差异大小．以

LPIPS 为损失函数重构出来的图像在人来看起来差异也会更小．

不过需要指出的是，这几种高级损失函数度量的是有意义的图像之间的差异．例如在

VAE 或一致性模型中，我们可以使用这几种高级的损失函数．但是，在 DDPM 和 DDIM

中，网络的输出是预测的噪声．计算噪声之间的差异仍然应该使用 L2 损失．

5.4.2 网络架构

扩散模型里需要使用输入和输出是相同维度的神经网络．在发展的早期，计算机视觉

里最主流的网络架构是 卷积神经网络 (Convolutional Neural Network, CNN)．而扩散模

型使用最多的 CNN 架构称为 U-Net，它由对称的卷积层和反卷积层构成，并在中间添

加了跳跃连接 (skip connections)，如下图所示．通常来说，这里的卷积层都会加入残差连

接．

这里还有几个需要讨论的地方．首先，扩散模型中使用的网络大多都是形如 εθ(x, t)

的网络，它需要时间 t 作为输入． 有点网络输入的是噪声的方

差 σ，但它和 t 本质上代表

的都是噪声强度．

为了将时间 t 的信息嵌入网络中，U-Net 使用了类似于

Transformer 的位置嵌入 (position embedding) 的方式，首先将 t 转化为如下的正弦嵌入

向量

TEi(t) =


sin

(
t

10000i/d

)
, i 是偶数

cos

(
t

10000i/d

)
, i 是奇数
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其中 d 是嵌入维度．之后，这个时间嵌入会送入一个神经网络中，这个网络的输出会加到

U-Net 的一些层的输出，作为下一层的输入．这样，加入了时间嵌入的的每一个模块如下

图所示．

t

输入
+

卷积层 激活函数

线性层 激活函数

残差连接

+ 输出

嵌入向量

第二，通常网络架构都会加入 注意力模块 (attention block)，以更好地提取图像中的

结构信息．注意力模块通常被置于卷积层之后，并且只出现在分辨率较低的部分（U-Net

结构图中靠下的部分），以减少计算需求．实验表明，注意力模块对于扩散模型性能的提

升非常重要．

对于条件扩散模型，有不同的方式将条件信息传入神经网络中．例如在普通的无分

类器网络中，条件变量作为一个向量，可以以与时间类似的方式嵌入进网络中．而对于

Image-to-Image 网络，条件 x 可以和输入 yt 拼接在一起输入网络中．

而近些年，起源于自然语言处理的 Transformer 架构逐渐进入计算机视觉领域，有取

代 CNN的趋势． 实际上，上面的注意力模块

就来自 Transformer 架构．
计算机视觉里最为主流的 Transformer架构称为 Vision Transformer

(ViT)．而 ViT 架构应用于扩散模型即为 Diffusion Transformer (DiT)．其基本结构

如下图所示．

在 DiT 架构中，输入的图像先被分割为小块 (patches)， 这一步是将图像转化为

Transformer 所擅长的序列

数据，每一个块类似于

NLP 里的一个词元

(token)．

这些小块会被一个线性层转

化为一维向量，按顺序排成一个向量序列．接下来，这个向量序列和位置嵌入向量被输入

含有自注意力的 DiT 模块中．DiT 模块与 Transformer 里的自注意力模块加 MLP 模块
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非常类似，只是多了一个条件输入而已． DiT 模块的输出重新被线性转化为二维的块后，

拼在一起，就得到了输出的图像．
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